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Abstract. A historical cycle has been observed where the use of graphical tools becomes critical to software development but these tools eventually fall from use as the underlying cause of complexity is resolved through a new programming paradigm. This paper identifies the gaps in today’s programming languages addressed by UML class diagrams, a critical part of software development today. It then proposes language extensions to resolve these gaps and reviews all nine UML diagram types for other areas of possible programming language or paradigm changes.
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1 Introduction

The following cycle has been observed: programmers create software which keeps growing both in complexity and size until it is hard to manage. At that point programmers reach for or invent various graphical tools to keep the complexity under control. It does not take long though before a new programming paradigm is invented which eliminates the source of complexity. The graphical tools are abandoned, programmers return to textual programming, and a new cycle begins [1].

The most popular graphical tool used in software engineering today is the UML class diagram whose primary advantage over the capabilities of existing programming languages is the treatment of associations as first class entities similar to objects themselves. We have identified a simple mechanism to extend existing object-oriented languages to support associations in a manner that makes them clear and maintainable without the need for graphical tools. This also removes the common problem of desynchronization between the graphical diagrams and the actual code.

There are many other graphical tools in use today, from the large body of tools in the UML toolkit beyond the class diagram to SDL, BPEL and Model-Driven approaches that tie these tools together with domain specific languages to eliminate the need to write code manually in some applications. This paper asks what gaps in existing programming paradigms these graphical tools indicate and whether further research into the cycles of graphical tools may result in significant changes to our existing programming paradigms.
2 Cycles in the use of graphical tools

In [1], we describe three historical cycles where graphical tools became a critical part of the software development process until the underlying complexity in the programming paradigm was resolved, see Figure 1.

1. Flow charts were used to manage spaghetti logic in the code but were eliminated by structured programming.
2. Diagrams of table indices helped to manage Fortran programs but were eliminated by the introduction of C structures and pointers.
3. Pointer diagrams representing C data structures were eliminated by the introduction of class libraries.

Once these changes in programming paradigm became prevalent the use of the respective graphical tools decreased until the tools are virtually unknown.

This list focuses only on the most successful paradigms. Many others were not accepted by the programming community, due to both personal preferences and commercial interests. The attempt to move to a graphical language is as old as programming itself, rising again with each cycle. Some graphical tools, however, are intended not to address complexities in a programming paradigm but to create a new paradigm for a different set of users. We’ll discuss this later.

If the observation about the popularity cycle of graphical tools is correct, the widespread use of graphical tools in software engineering, in particular the Unified Modeling Language [2], today indicates that a new programming paradigm is imminent.

Figure 1 - Cycles in the use of graphical tools in software engineering
3 UML Class Diagrams

There is no question about it - any properly designed software project today uses UML, at least UML class diagrams. If you work in a Model Driven Engineering (MDE) environment, UML drives the entire design, usually with some additions through Domain Specific Modeling Languages (DSML) which extend the UML graphical syntax [3].

In fact, the UML class diagram is so popular that when you say “UML diagram” people assume you mean the class diagram. A UML class diagram classifies the actors in your system into a set of interrelated classes. Each class in the diagram may be capable of providing certain functionalities, defined by its methods, and may have data, defined by its attributes that uniquely define the class. UML class diagrams are so popular today because they provide a network representation of the associations between classes which is difficult to understand without a picture and because associations used in the UML diagram are more powerful than collections in existing languages [4]. Fundamentally, the power of the UML class diagram is that it provides a mechanism for modeling associations whereas existing programming languages only provide collections which are much less expressive.

In the current style of object-oriented programming, classes are highly visible but their relations (associations, data structures, design patterns) are buried inside class definitions and not easy to find. UML gives us one unified view where classes and their relations have the same importance. When you program with existing languages you think in collections (containers) and pointers (references). UML forces you to think in higher level concepts - the associations. Associations include bi-directional relations among 2 or more classes, while collections (uni-directional relations between just 2 classes) are only a special case of associations.

Software complexity is a serious problem today and the prevalent use of graphical tools including UML fits this observation [3]. If this popularity cycle really exists, it would imply that the arrival of a new programming technique will eliminate or significantly reduce the use of UML class diagrams. The new paradigm would have to include the major improvements that UML class diagrams give us:

(a) Instead of programming with collections, UML uses more general associations.
(b) In UML, associations and classes are both treated as first-class entities.

If we could expand existing libraries such as STL or Java Collections to include associations it would improve the existing software design methodology in several ways:

(a) It would force us to think in more general terms – in associations instead of collections and individual references/pointers.
(b) MDE code generators would be much simpler since there would be a one-to-one match between the associations in the diagram and those in the code.
(c) For the same reason, UML diagram generators would be easy to code and always safe to use. [4] explains the issues with generating UML class diagrams correctly from code which contains only collections and pointers/references.
[4] suggests the relatively simple addition of the association to existing object-oriented languages (C++, C#, and Java) via a keyword such as association. For instance:

```java
association Aggregate<ParentClass,ChildClass> instanceName;
```

In addition, if we build libraries of associations we may build them in a way which would directly support structural design patterns [5]. From [6]:

**Structural patterns are concerned with how classes and objects are composed to form larger structures. Structural 'class' patterns use inheritance to compose interfaces or implementations. As a simple example, consider how multiple inheritance mixes two or more classes into one. The result is a class that combines the properties of its parent classes. This pattern is particularly useful for making independently developed class libraries work together...**

**Rather than composing interfaces or implementations, structural 'object' patterns describe ways to compose objects to realize new functionality. The added flexibility of object composition comes from the ability to change the composition at run-time, which is impossible with static class composition...**

[4] discusses the implementation of an interim solution using code and UML generators and discusses two similar libraries which have been used commercially for over 10 years with excellent results.

As a feasibility study, we designed a library of associations based on a simple code generator which works both in C++ and in Java. This software, called IN_CODE is open source. Its three main parts can be downloaded independently: The C++ library including its code generator written in C++, the Java library including its code generator written in Java, and the Layout program which generates high quality UML class diagrams from a simple textual definition of associations [5].

Each part includes documentation and a suite of test programs. The software has been tested under Windows XP, but it is coded in a general way which should run with minimal to no porting under UNIX or Linux. The Layout program applies advanced VLSI CAD algorithms to make the UML diagram logical, easy to read and aesthetically pleasing. The code generators are coded using themselves – a good example of how these libraries can be used.

There are open questions as to whether we need to extend the current concept of associations to support performance or caching behaviour, referential integrity, associations between distributed objects (e.g. 3GPP IP Multimedia Subsystem [7]), to take into account persistency models (e.g. Java Persistence API [8]), etc. This is an open research question to our knowledge.

### 4 A broader view of UML

UML, of course, is much more comprehensive than just the class diagram (the static design view). We have not conducted detailed analysis of the key advantages that the other UML diagrams offer and what new paradigms might be required to close those gaps in our existing paradigms and languages. We present a high-level
description of each UML diagram type here with some thoughts on what activities and trends might be related to addressing those gaps, where we know of them. There are surely many others and we would be interested to hear about them. Refer to Figure 2 for the UML classification model for the 9 diagram types.

**Use case diagrams** identify the actors in the system and the processes that are supported by them, the use cases. This is really the definition of what the system processes are and the high-level description of the system function. Business Process Execution Language (BPEL) and graphical tools built around BPEL allow business processes to be defined from an existing set of component capabilities.

**Class diagrams** were described and discussed above. It is worthwhile noting that class diagrams are also commonly used for defining interfaces and their associations in message based and Service Oriented Architectures.

**Object diagrams** are class diagrams that describe object instances in a running system capturing their state and associations at a given point in time, typically key points in a use case.

**State diagrams** define the states that objects undergo during their lifecycle and the allowable transitions between states. The Pattern Template Library provides both generic associations and design patterns, including the Finite State Machine, and has been successfully used in numerous projects to model system and object state without the need for graphical tools to understand the model [9]. Petri Nets and Coloured Petri Nets are an alternative graphical state modeling language.

**Activity diagrams** capture the process flow of the system via activities, actions, transitions, initial and final states and guard conditions.
Sequence diagrams show the interaction of different components in the system in time through messages between the components (method calls when the components are objects). This kind of system understanding becomes critical in large scale systems integration activities and Service Oriented Architectures and is related to business process automation languages such as BPEL.

Collaboration diagrams group together interactions between objects and help identify all the possible interactions an object has with other objects.

Component diagrams represent the parts that make up the system. This typically defines the logical construction of components in both the design and build processes. Again, business process automation languages such as BPEL can show available components graphically and define their relationships. Maven is a key tool used widely in both open source and commercial development projects for textually describing system components to provide the logic to build systems to construct them.

Deployment diagrams capture the configuration of the runtime elements of the application in deployment. The operational costs of deployment and maintenance are likely the driver that has created so much activity in this space. Numerous standards and tools exist in the specification of deployment configuration. They are likely not yet in wide use across industries due to immaturity, competition between standards and commercial competition. Tools such as those from Altiris, IBM and others allow for drag-and-drop deployment via deployment modeling done in proprietary scripting languages. At least two standards also exist for full-scale deployment modeling; W3C’s Installable Unit Deployment Descriptor and OASIS’ Solution Deployment Descriptor. In addition the Java Enterprise Edition specifies a deployment descriptor for application deployment modeling in a container context.

When considering the use of graphical tools commonly used today in the software design process it is important not to focus solely on UML. Specification and Description Language (SDL), network deployment diagrams and many others are in common use today and may or may not identify the same programming paradigm gaps as those signified by UML’s diagrams.

5 Model Driven Engineering

Model Driven Engineering strives to simplify and improve the quality and speed of the software design process through abstraction and formal modeling [10]. This is consistent with the questions asked and ideas posed in this paper. Whether we use textual models or graphical models doesn’t change the purpose or the principles [11].

6 Conclusion

Will we return to textual programming? We postulate that we will continue to return to textual programming for most software engineering tasks until the next complexity wall is reached and new graphical methods are invented. A workshop on this topic will be held at OOPSLA 2007 [5].
Further research is needed into the key language issues and into reasons why individual graphical tools are used today. We should supplement rather than extend the software design process and, for that, we need creative solutions to programming language design and new paradigms to address them.
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